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The deliverable is the game ‘BreakIn’. The game is based on a story where your two best friends are 
kidnapped. The two friends and their dog are held in a compound and to save them you have to break 
through walls. The compound consists of three walls and a tower. One of the friends lost her shoe just 
behind the first wall of the compound.  Your first goal is to break through that wall and there you’ll 
find the shoe.  After you found the shoe there are some complications, the dog of the friends is held 
behind the second wall, concerning the dogs need for food and water your time will be limited. When 
you saved the dog there is only one thing in between you and your friends, OK maybe two, besides the 
third wall there are also the enemies that will throw whatever they can find at you. When you finally 
save your friends you can destroy the tower, just for the sake of it.

What is break in?

Storyline 
When you start level 1 https://youtu.be/km0eFXnWWKM

When you go to level 2 https://youtu.be/xlwyXZy6NSM
When you go to level 3 https://youtu.be/U1v4hqwC9Xc
When you go to level 4 https://youtu.be/seYQbo9U2B4



How it works on two levels
How it is visualized

Before each level an animation video will be shown to draw you into the story, elements from the 
animation are matched in the game itself.

In level one you get to throw your awesome ninjastar (ball) at colourful blocks, you start this by press-
ing enter. Those colourful blocks visualize the wall of the compound. When your ninjastar hits a block 
a randomly chosen explosion sound, a screenshake and explosion cloud are the result. Besides that 
the block (from now on called bricks) isn’t drawn anymore; which means it is not visible anymore. 
The ninjastar is very special because it can bounce from the walls of the game, your paddle and the 
bricks (right before it destroys the brick).  You can throw an effect star by moving your paddle at the 
same time the ninjastar hits it. The paddle changes the x and y speed of the star (taking a maximum 
change into account) so it looks like a change in angle. To bounce the ball you of course have to move 
the paddle to right position with the arrow keys. To make the constant movement of the ninjastar 
possible, it is a thread.

Every brick that is destroyed will add a point to your score. The score is shown in numbers next to 
the playing field of the game. Next to your score your level and the amount of lives you have left to 
complete this level are shown here too. This location is the info bar, it also contains the logo ‘break in’. 
If you destroyed all of the bricks you move on to level two.

In level two all the features of level one still exist but there is a new difficulty that you encounter, the 
time pressure. This time pressure is visualized by adding a row of bricks roughly every minute (be-
cause of a timer that runs with the ball thread). The maximum amount of bricks you have to destroy 
is twice the amount of level 1. If you destroyed all bricks that are visible at the screen at that moment 
you pass on to the next level. In the info bar there will also be a shoe icon drawn; this is the thing that 
you already collected in level one.

Level three doesn’t have the time pressure; instead it has enemies that are trying to keep you out of the 
compound. This is ‘the creator’ in the game, the creator creates surprises, these surprises are meant to 
keep you out of the compound. A surprise is created roughly every thirty seconds. It is ‘wrapped up in 
paper’ and thrown out of the compound. The surprise moves around and bounces in the same way the 
ninjastar does. When the ninjastar hits the surprise this has effect on you. You can get a screen splash 
that partially blocks your view for a short while, or your paddle can be resized to a smaller version for 
a while. To be precise, this effect lasts until you hit a brick (because it is ‘called back’ in the thread of 
the playing field that causes the screen shake). The info screen now also shows the dog, you collected 
him in level two.

Level four is actually the same as level one. The only difference is that the info bar also shows the icon 
of your two friends. You are just destroying bricks for the sake of it. If you finished level four (you 
destroyed all bricks) the game closes itself (ancestor window visibility is changed).



What reacts to what

In the appendix a complete UML class 
diagram of our ‘Break In’ game can be 
found. This diagram shows the relations 
between all our classes. Furthermore 
all variables and methods are given per 
class. Since the full diagram is quite hard 
to read and understand, a simplified ver-
sion is created. This UML class diagram 
only shows the important variables and 
methods. When possible methods are 
summarized into one method, for in-
stance: bounceLeft(), bounceRight(), 
bounceDown(), bounceUp() is summa-
rized to bounce() (in the class Ball).

+ButtonListener()
+actionPerformed(e : ActionEvent)

ButtonListener

-mediaLoc : MediaLocator
~mediaPlayer : Player
~video : Component
+Video constructor()

Video

~width : int
~height : int
~boundX : int
~boundY : int

+PlayingField constructor()
+paint()
+update()
+drawElements()
+keyPressed()
+keyReleased()
+rumble()
+run()
+resetBigCloud()

PlayingField

~x : int
~y : int
~width : int
~height : int
~color : Color

+Paddle constructor()

+moveRight()
+jump()
+gravity()
+reset()

Paddle
~boundX : int
~boundY : int
~width : int
~height : int
~level : int
~score : int
~lifes : int
+Info constructor()
+paint()
+update()
+drawFoundIcons()

Info

~xpos : int
~ypos : int
~size : int
~vX : int
~vY : int
-choosingSurprise : Random
-chosenSurprise : int
+Creator constructor()
+startCreator()
+run()
+doStep()
+move()
+bounce()
+newSurprise()
+drawSplash()
+smallerPaddle()
+resetPaddleSize()

Creator

~chosenCloudImage : Image
-cloudImage : Random

~bricks : Brick[][]
+Cloud constructor()
+newImage()
+drawCloud()
+decreaseTransparency()

Cloud
~x : int
~y : int
~width : int
~height : int
~hitpoints : int
~color : Color
+Brick constructor()
+decreaseHitpoints()
+destroy()
+drop()
+recover()
+randomNumber()
+chooseDestroyMusic()
+getVisible()

Brick

~screenWidth : int = 1300
~screenHeight : int = 900
+colors : Color[] = new Color[] {  }
~ylevel : int = -6

-levelVideo : Video
+init()
+getPoints()
+levelUp()
+die()
+restart()
+happyRestart()
+paint()

BreakoutMichelleLianne

~xpos : int
~ypos : int
~size : int
~vX : int
~vY : int
+Ball constructor()
+startBall()
+run()
+doStep()
+bounce()
+boost()
+move()
+reset()

Ball
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Why it is fun in theory
Self determination

The game explores a few different areas. The first one is the storyline; the storyline gives meaning to 
the interaction.  It makes the silly game of trying to hit a block with a ball more fun because of the 
metaphor. The blocks are not just blocks, they are bricks and part of a compound and you need to 
destroy them to get to your friends. 

The animations of the storyline are made fun by sometimes waiting too long (I lost….. my shoe) 
which makes you wonder what she lost. But also by simply using stereotypes and street talk that is 
currently used a lot we make it more fun (ok ok chill, OMG, shoes and women etc.). 

You can relate yourself to the game by using these stereotypes, the difficulties that are thrown at you 
during your life but also during this game. But most of all through the storyline, after all it’s YOUR 
two best friends that have been kidnapped. 

The ball itself (the ninjastar) is funny which draws attention and makes you want to play the game. 
The sounds also make it fun, because they are exaggerated or weird.  If you laugh you have fun, if you 
have fun you want to play the game more. To make you laugh we use something that might be a bit 
out of place or a bit too much. 

Lastly, in this game you are a ninja, or at least you are using the tools of a ninja. This is appealing to 
your fantasy which is something people search for when playing games.

The storyline also creates a few opportunities for us to incorporate a nice flow channel. Level two is 
the most difficult, level three is still pretty difficult and level 4 is easy because it is just like level one. 
Because of this build up you first become competent and later on become a bit bored. According to 
the flow theory you  need and make the game a bit harder according to the qualities of the person 
playing it. Later on you give them a feeling of competence and make it a bit boring according to the 
self-determination theory.

You can get better at the game because you can create effect balls by hitting the ninjastar with the 
paddle (change the angle) when you move while hitting the ninjastar; this can improve your tactics. 
You can really control the game and you have effect on it besides just being in the right place with your 
paddle at the right time.  If you are good at aiming the ball you can destroy more bricks at once. This 
gives you a feeling of autonomy. There is also a surprise option (jump) that you can find out when you 
are a regular game player, it makes you feel special (like the secret menu at macDonalds, you can order 
it but there is no where you can find it).



Why it is fun in theory
Game feel

And besides incorporating the self-determination theory to make the game fun we also added 
game feel to make the game more fun. The natural mapping of the input to the screen, for in-
stance; the angle the ball takes when bouncing is logical, you can only change it by giving it an 
effect (basing it on location would be illogical and not natural).  What you do with the paddle 
therefore has a lot of effect on the movement of the ball. 

You have long term goals (rules) that encourage you to go on with the game and make you want 
to achieve them.

To make you feel like you achieved something we exaggerate the wins (but also the losses).  We 
do this for instance by means of sound. When the bricks are destroyed there are big explosions. 
The explosion sounds are random to not make you bored by the sound. The explosions also have 
effect clouds that exaggerate the effect even more, these are also random for the same reason 
(they keep surprising you). 

Slowly a big cloud appears to show you your lasting effect on the wall of the compound, this 
encourages you to continue. The icons that are shown every level of what you collect (the shoe, 
the dog, your friends) also have this effect. They also are there to strengthen the connection of 
the game to the storyline.

The screen shake polishes your game, in combination with the sound, the disappearing explo-
sion clouds and the overall look of the game, icons and animations the game feels complete and 
gives sensory cues of interaction.

More fun?
Although we just explained that the game is fun according to theory we also believe that there is a lot 
that can be done to make the game even more fun. An example would be the response time of the pad-
dle, the paddle is not too smooth nor is it always responding very fast. The collision detection can also 
be improved. These improvements are about the response of the game which adds to the game feel.

From the animations you go to a kind of clean screen, the animations could be incorporated more 
within the game. It would be awesome if the animations would also react to what you do in the game. 
This creates a greater feeling of autonomy and stimulates the imagination.

Something very concrete we can change immediately would be adding more surprises to create a 
greater variety of annoying effects and keep you interested and curious. This is something we would 
change overall. The game feels very slow, you have a long time to do the same thing. With “faster play” 
(more boosts, a lot of interactions) you can keep the attention.

The last thing that we really want to do differently is state a target group. When we can take a target 
group into account we can better design a game that is funny and relatable. Not fun, but funny and 
relatable; which makes it fun again. If the game is funny and relatable people get more engaged with 
the play. If it relates to something they do every day or makes fun of something they do with real life 
‘quotes’ people are likely to be more enthusiastic.



+ButtonListener()
+actionPerformed(e : ActionEvent) : void

-mediaLoc : MediaLocator
~frame : JPanel
~window : JFrame
~nextButton : JButton
~mediaPlayer : Player
~video : Component
~title : Font = new Font("orator std", Font.BOLD, 24)
~breakout : BreakoutMichelleLianne
+Video(breakoutGame : BreakoutMichelleLianne, media : MediaLocator)

Video

~screenShaking : �read = null
~bu�ergraphics : Graphics
~o�screen : Image
~width : int
~height : int
~boundX : int
~boundY : int
~shakeBoundX : int = 0
~shakeBoundY : int = 0
-shakeNumber : Random
-endTime : long
-alphaBigCloud : �oat = 0
+moveRight : boolean = false
+moveLe� : boolean = false
~ : Ball
~bricks : Brick[][]
~cloud : Cloud
~creator : Creator
~paddle : Paddle
+PlayingField(w : int, h : int, breakout : BreakoutMichelleLianne, pad : Paddle, brick : Brick [][], boll : Ball, boundaryX : int, boundaryY : int, create : Creator)
+paint(g : Graphics) : void
+update(g : Graphics) : void
+drawPaddle(g : Graphics) : void
+drawBricks(g : Graphics) : void
+drawBall(g : Graphics) : void
+drawCreator(g : Graphics) : void
+drawStart(g : Graphics) : void
+drawGameover(g : Graphics) : void
+drawLevelUp(g : Graphics) : void
+keyPressed(ke : KeyEvent) : void
+keyReleased(ke : KeyEvent) : void
+keyTyped(e : KeyEvent) : void
+rumble() : void
+run() : void
+drawBigCloud(g : Graphics) : void
+resetBigCloud() : void

PlayingField

<<Property>> ~x : int
<<Property>> ~y : int
<<Property>> ~width : int
<<Property>> ~height : int
~color : Color
~velocity : �oat
~breakoutGame : BreakoutMichelleLianne
+Paddle(xpos : int, ypos : int, w : int, h : int, c : Color, speed : int, breakout : BreakoutMichelleLianne)
+moveLe�() : void
+moveRight() : void
+jump() : void
+gravity() : void
+reset() : void

Paddle

~title : Font = new Font("orator std", Font.BOLD, 24)
~number : Font = new Font("orator std", Font.PLAIN, 24)
~width : int
~height : int
<<Property>> ~level : int
<<Property>> ~score : int
<<Property>> ~lifes : int
~boundX : int
~boundY : int
~bu�ergraphics : Graphics
~o�screen : Image
~breakout : BreakoutMichelleLianne
+Info(w : int, h : int, levelNumber : int, scoreNumber : int, lifesNumber : int, breakoutGame : BreakoutMichelleLianne, boundaryX : int, boundaryY : i...
+paint(g : Graphics) : void
+update(g : Graphics) : void
+drawLogo(g : Graphics) : void
+drawLevel(g : Graphics) : void
+drawScore(g : Graphics) : void
+drawLifes(g : Graphics) : void
+drawFoundIcons(g : Graphics) : void

Info

~CreatorRunning : �read = null
~xpos : int
~ypos : int
~size : int
~vX : int
~vY : int
-choosingSurprise : Random
-chosenSurprise : int
+splash : boolean = false
+resizePaddle : boolean = false
~imageSplash : Bu�eredImage
~splashIcon : Bu�eredImage
~paddle : Paddle
~ : Ball
~breakout : BreakoutMichelleLianne
+Creator(sizeBall : int, speedX : int, speedY : int, yellowPaddle : Paddle, brickArray : Brick [][], breakiebreakie : BreakoutMichelleLianne, boll : Ball)
+startCreator() : void
+run() : void
+doStep() : void
+move() : void
+bounceToLe�Side() : void
+bounceToRightSide() : void
+bounceUp() : void
+bounceDown() : void
+newSurprise() : void
+drawSplash(g : Graphics) : void
+smallerPaddle() : void
+resetPaddleSize() : void

Creator

~cloudImage1 : Bu�eredImage
~cloudImage2 : Bu�eredImage
~cloudImage3 : Bu�eredImage
~cloudImage4 : Bu�eredImage
~cloudImage5 : Bu�eredImage
~cloudImage6 : Bu�eredImage
~cloudImage7 : Bu�eredImage
~cloudImage8 : Bu�eredImage
~cloudImage9 : Bu�eredImage
~cloud1 : Bu�eredImage
~cloud2 : Bu�eredImage
~cloud3 : Bu�eredImage
~cloud4 : Bu�eredImage
~cloud5 : Bu�eredImage
~cloud6 : Bu�eredImage
~cloud7 : Bu�eredImage
~cloud8 : Bu�eredImage
~chosenCloudImage : Image
-cloudImage : Random
-alpha : �oat = 0.8f
~bricks : Brick[][]
+Cloud(bricksArray : Brick [][])
+newImage() : void
+drawCloud(g : Graphics) : void
+decreaseTransparency() : void

Cloud

<<Property>> ~x : int
<<Property>> ~y : int
<<Property>> ~width : int
<<Property>> ~height : int
<<Property>> ~hitpoints : int
~visible : boolean
~rowPosY : int
~rowPosX : int
+rumble : boolean = false
+�rstBrickHit : boolean = false
+cloudX : int
+cloudY : int
-randomClip : Random
~chosenClip : AudioClip
~color : Color
~breakout : BreakoutMichelleLianne
+Brick(xpos : int, ypos : int, w : int, h : int, hp : int, rowPositionY : int, rowPositionX : int, show : boolean, breakoutGame : BreakoutMichelleLianne)
+decreaseHitpoints() : void
+destroy() : void
+drop() : void
+recover() : void
+randomNumber(minimum : int, maximum : int) : int
+chooseDestroyMusic() : void
+getVisible() : boolean

Brick

~screenWidth : int = 1300
~screenHeight : int = 900
~drawStart : boolean = true
~drawGameover : boolean = false
~drawLevelUp : boolean = false
~playMovie : boolean = true
~colorLucidRed : Color = new Color(166, 50, 22)
~colorLucidOrange : Color = new Color(212, 118, 22)
~colorLucidGreen : Color = new Color(145, 158, 0)
~colorLucidBlue : Color = new Color(0, 133, 194)
~colorLucidPurple : Color = new Color(125, 17, 106)
~colorLucidBarYellow : Color = new Color(253, 195, 14)
~colorGrey : Color = new Color(23, 19, 28)
~colorBlack : Color = new Color(12, 9, 8)
+colors : Color[] = new Color[] { colorLucidRed, colorLucidOrange, colorLucidGreen, colorLucidBlue, 
   colorLucidPurple }
~ninjaBallImage : Bu�eredImage
~ninjaBallIcon : Bu�eredImage
~startImage : Bu�eredImage
~startIcon : Bu�eredImage
~cloudImage : Bu�eredImage
~cloudIcon : Bu�eredImage
~imageIcon : Bu�eredImage
~infoIcon : Bu�eredImage
~imageIcon2 : Bu�eredImage
~infoIcon2 : Bu�eredImage
~imageIcon3 : Bu�eredImage
~infoIcon3 : Bu�eredImage
~gameoverImage : Bu�eredImage
~gameoverIcon : Bu�eredImage
~imageLogo : Bu�eredImage
~logo : Bu�eredImage
~imageLevelUp : Bu�eredImage
~levelUpIcon : Bu�eredImage
~creatorImage : Bu�eredImage
~creatorIcon : Bu�eredImage
~imageShoe : Bu�eredImage
~shoeIcon : Bu�eredImage
~imageDog : Bu�eredImage
~dogIcon : Bu�eredImage
~imageUs : Bu�eredImage
~usIcon : Bu�eredImage
~loopMusic : AudioClip
~die : AudioClip
~destroyBricks : AudioClip
~levelUp : AudioClip
~levenKwijt : AudioClip
~shootBall : AudioClip
~achievement : AudioClip
~destroyBricks2 : AudioClip
~destroyBricks3 : AudioClip
~destroyBricks4 : AudioClip
~destroyBricks5 : AudioClip
~dogBarkBrickDrop : AudioClip
~brickWidth : int = 52
~brickHeight : int = 25
~brickSpacing : int = 3
~brickStart : int = 2
~brickNullPointDistanceX : int = brickSpacing + brickWidth
~brickNullPointDistanceY : int = brickSpacing + brickHeight
~ylevel : int = -6
~ballSize : int = 48
~ballSpeedX : int = 5
~ballSpeedY : int = 5
~paddleVelocity : int = 3
~paddleWidth : int = 150
~infoWidth : int = 300
~levelNumber : int = 1
~cloudSize : int = 100
~�eldWidth : int = 880
~�eldHeight : int = 800
~boundX : int = ((screenWidth - �eldWidth - infoWidth) / 2)
~boundY : int = ((screenHeight - �eldHeight) / 2)
~time : �oat = 0
-mediaLoc : MediaLocator
-mediaLoc2 : MediaLocator
-mediaLoc3 : MediaLocator
-mediaLoc4 : MediaLocator
+�nal�le : MediaLocator
+bricks : Brick[][]
~paddle : Paddle
~ball : Ball
~playingField : PlayingField
~info : Info
~cloud : Cloud
~movie : Video
~creator : Creator
-levelVideo : Video
+init() : void
+getPoints() : void
+levelUp() : void
+die() : void
+restart() : void
+happyRestart() : void
+paint(g : Graphics) : void

BreakoutMichelleLianne

~ballRunning : �read = null
~xpos : int
~ypos : int
<<Property>> ~size : int
~vX : int
~vY : int
~paddle : Paddle
~bricks : Brick[][]
~breakout : BreakoutMichelleLianne
+Ball(x : int, y : int, sizeBall : int, speevX : int, speevY : int, yellowPaddle : Paddle, brickArray : Brick [][], breakiebreakie : BreakoutMichelleLianne)
+startBall() : void
+run() : void
+doStep() : void
+move() : void
+bounceToLe�Side() : void
+bounceToRightSide() : void
+bounceUp() : void
+bounceDown() : void
+boost() : void
+reset() : void
+getX() : int
+getY() : int

Ball
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